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| **TITLE:**  Basic Data structure in python |
| --- |

**AIM:** Use suitable methods to get output for given input.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Expected OUTCOME of Experiment:** Use of basic data structure in Python.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Resource Needed: Python IDE**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Theory:**

## Python Collections (Arrays)

There are four collection data types in the Python programming language:

* **List** is a collection which is ordered and changeable. Allows duplicate members.
* Tuple is a collection which is ordered and unchangeable. Allows duplicate members.
* Set is a collection which is unordered and unindexed. No duplicate members.
* Dictionary is a collection which is unordered and changeable. No duplicate members.

When choosing a collection type, it is useful to understand the properties of that type. Choosing the right type for a particular data set could mean retention of meaning, and it could mean an increase in efficiency or security.

**List:** Lists are used to store multiple items in a single variable. Lists are created using square brackets. e.g. mylist = ["apple", "banana", "cherry"]

## List Methods

Python has a set of built-in methods that you can use on lists. L:list, e:element, i:index

| **Method** | **Description** |
| --- | --- |
| L.append(e) | Adds an element at the end of the list |
| L.clear() | Removes all the elements from the list |
| L.copy() | Returns a copy of the list |
| L.count(e) | Returns the number of elements with the specified value |
| L.extend(L2) | Add the elements of a list (or any iterable), to the end of the current list |
| L.index(e) | Returns the index of the first element with the specified value |
| L.insert(i,e) | Adds an element at the specified position |
| L.pop(i) | Removes the element at the specified position |
| L.remove(e) | Removes the item with the specified value |
| L.reverse() | Reverses the order of the list |
| L.sort() | Sorts the list |

## Tuple

Tuples are used to store multiple items in a single variable. A tuple is a collection which is ordered and **unchangeable**. Tuples are written with round brackets.

e.g. mytuple = ("apple", "banana", "cherry")

## Tuple Methods

Python has two built-in methods that you can use on tuples. T:tuple, e:element

| **Method** | **Description** |
| --- | --- |
| T.count(e) | Returns the number of times a specified value occurs in a tuple |
| T.index(e) | Searches the tuple for a specified value and returns the position of where it was found |

## Set

Sets are used to store multiple items in a single variable. A set is a collection which is both ***unordered*** and ***unindexed***. Sets are written with curly brackets.

e.g. myset = {"apple", "banana", "cherry"}

## Set Methods

Python has a set of built-in methods that you can use on sets.

| **Method** | **Description** |
| --- | --- |
| S.add(e) | Adds an element to the set |
| S.clear() | Removes all the elements from the set |
| S.copy() | Returns a copy of the set |
| S1.difference(S2) | Returns a set containing the difference between two or more sets |
| S1.difference\_update(S2) | Removes the items in this set that are also included in another, specified set |
| S1.discard(e) | Remove the specified item |
| S1.intersection(S2) | Returns a set, that is the intersection of two other sets |
| S1.intersection\_update(S2) | Removes the items in this set that are not present in other, specified set(s) |
| S1.isdisjoint(S2) | Returns whether two sets have a intersection or not |
| S1.issubset(S2) | Returns whether another set contains this set or not |
| S1.issuperset(S2) | Returns whether this set contains another set or not |
| S.pop() | Removes an element from the set |
| S.remove(e) | Removes the specified element |
| S1.symmetric\_difference(S2) | Returns a set with the symmetric differences of two sets |
| S1.symmetric\_difference\_update(S2) | inserts the symmetric differences from this set and another |
| S1.union(S2) | Return a set containing the union of sets |
| S1.update(L1) | Update the set with the union of this set and others |

## Dictionary

Dictionaries are used to store data values in key:value pairs. A dictionary is a collection which is **ordered (3.7 version onward)**, **changeable** and **does not allow duplicates**.

Dictionaries are written with curly brackets, and have keys and values.

e.g. thisdict = {"brand": "Ford", "model": "Mustang", "year": 1964}

## Dictionary Methods

Python has a set of built-in methods that you can use on dictionaries.

| **Method** | **Description** |
| --- | --- |
| D.clear() | Removes all the elements from the dictionary |
| D.copy() | Returns a copy of the dictionary |
| D.get(k) | Returns the value of the specified key |
| D.items() | Returns a list containing a tuple for each key value pair |
| D.keys() | Returns a list containing the dictionary's keys |
| D.pop(k) | Removes the element with the specified key |
| D.popitem() | Removes the last inserted key-value pair |
| D.setdefault(k,v) | Returns the value of the specified key. If the key does not exist: insert the key, with the specified value |
| D.update({k:v}) | Updates the dictionary with the specified key-value pairs |
| D.values() | Returns a list of all the values in the dictionary |

**Problem Definition:**

1. In below table input variable, python code and output column is given. You have to complete blank cell in every row.

| **List** | | |
| --- | --- | --- |
| **Input** | **Python Code** | **Output** |
| thislist=["apple","banana","cherry","orange","kiwi","melon","mango"] | print(len(thislist))  print(type(thislist))  print(thislist[1])  print(thislist[-1])  print(thislist[2:5])  print(thislist[:4])  print(thislist[2:]) | 7  <class 'list'>  banana  mango  ['cherry', 'orange', 'kiwi']  ['apple', 'banana', 'cherry', 'orange']  ['cherry', 'orange', 'kiwi', 'melon', 'mango'] |
|  | | |
| thislist = ["orange", "mango", "kiwi", "pineapple", "apple"] | if "apple" in thislist:    print("Yes, 'apple' is in the fruits list")  for x in thislist:  print(x)  for i in range(len(thislist)):  print(thislist[i])  thislist.sort()  print(thislist) | Yes, 'apple' is in the fruits list  orange  mango  kiwi  pineapple  apple  orange  mango  kiwi  pineapple  apple  ['apple', 'kiwi', 'mango', 'orange', 'pineapple'] |
| thislist=["apple","banana","cherry"] | **thislist[1]=”blackcurrant”**  **print(thislist)** | ['apple','blackcurrant','cherry'] |
| thislist=["apple", "banana", "cherry"] | **thislist.insert(2,”watermelon”)**  **print(thislist)** | ['apple','banana','watermelon', 'cherry'] |
| thislist=["apple","banana","cherry"] | thislist.append("orange")  print(thislist) | [‘apple’,’banana’,’cherry’,’orange’] |
| thislist=["apple", "banana", "cherry"] tropical=["mango", "pineapple"] | thislist.extend(tropical) print(thislist) | ['apple', 'banana', 'cherry', 'mango', 'pineapple'] |
| thislist = ["apple", "banana", "cherry"] | thislist.remove(“banana”) | ['apple', 'cherry'] |
| thislist = ["apple", "banana", "cherry"] | del thislist  print(thislist) | print(thislist)  NameError: name 'thislist' is not defined |
| thislist = ["apple", "banana", "cherry"] | thislist.clear()  print(thislist) | [] |
| thislist = ["apple", "banana", "cherry"] | x=thislist  y= thislist.copy()  thislist.clear()  print(x)  print(y) | []  ['apple', 'banana', 'cherry'] |
| list1 = [5, 6, 7]  list2 = [1, 2, 3] | list3 = list1 + list2  print(list3) | [5, 6, 7, 1, 2, 3] |

| **Tuple** | | |
| --- | --- | --- |
| **Input** | **Python Code** | **Output** |
| x = ("apple",)  y = ("apple") | print(type(x))  print(type(y)) | <class 'tuple'>  <class 'str'> |
| thistuple=("apple","banana","cherry") | print(thistuple[-1]) | cherry |
| x = ("apple", "banana", "cherry") | x[1] = "kiwi"  print(x) | x[1] = "kiwi"  TypeError: 'tuple' object does not support item assignment |
| x = ("apple", "banana", "cherry") | y = list(x)  y[1] = "kiwi"  x = tuple(y)  print(x) | ('apple', 'kiwi', 'cherry') |
| fruits = ("apple", "banana", "cherry", "strawberry", "raspberry") | (green, yellow, \*red) = fruits  print(green)  print(yellow)  print(red)  print(type(red)) | apple  banana  ['cherry', 'strawberry', 'raspberry']  <class 'list'> |
| fruits = ("apple", "banana", "cherry") | mytuple = fruits \* 2  print(mytuple.count("apple"))  print(mytuple.index("banana")) | 2  1 |

| **Set** | | |
| --- | --- | --- |
| **Input** | **Python Code** | **Output** |
| myset = {"abc", 34, True, 40.5} | print(myset)  print(len(myset))  print(type(myset))  print(34 in myset)  myset.add("orange")  print(myset) | {40.5, True, 34, 'abc'} 4 <class 'set'> True {True, 34, 40.5, 'abc', 'orange'} |
| thisset = {"apple", "mango", "cherry"}  tropical={"papaya", "mango"} | thisset=thisset+tropical  print(thisset) | thisset=thisset+tropical  TypeError: unsupported operand type(s) for +: 'set' and 'set' |
| thisset.update(tropical)  print(thisset) | {'cherry', 'mango', 'papaya', 'apple'} |
| thisset.intersection\_update (tropical)  print(thisset) | {'mango'} |
| thisset.symmetric\_difference\_update(tropical)  print(thisset) | {'papaya', 'apple', 'cherry'} |

| **Dictionaries** | | |
| --- | --- | --- |
| **Input** | **Python Code** | **Output** |
| thisdict={"brand":"Ford","model": "Mustang","year": 1964, "year": 2020} | print(thisdict)  print(type(thisdict))  print(len(thisdict))  print(thisdict["brand"])  print(thisdict["year"])  x = thisdict.get("model")  print(x)  y = thisdict.keys()  print(y)  z = thisdict.values()  print(z)  thisdict["color"] = "white"  print(thisdict)  if "model" in thisdict:  print("Yes”) | {'brand': 'Ford', 'model': 'Mustang', 'year': 2020}  <class 'dict'>  3  Ford  2020  Mustang  dict\_keys(['brand', 'model', 'year'])  dict\_values(['Ford', 'Mustang', 2020])  {'brand': 'Ford', 'model': 'Mustang', 'year': 2020, 'color': 'white'}  Yes |
| thisdict["year"] = 2018  print(thisdict) | {'brand': 'Ford', 'model': 'Mustang', 'year': 2018 |
| thisdict.pop("model")  print(thisdict) | {'brand': 'Ford', 'year': 2020} |
| for x in thisdict:  print(x)  print(thisdict[x]) | brand  Ford  model  Mustang  year  2020 |
| for x, y in thisdict.items():  print(x, y) | brand Ford  model Mustang  year 2020 |

2. Write a python program to take list values as input parameters and returns another list without any duplicates.

3. Write a program that takes a string as input from the user and computes the frequency of each letter. Use a variable of dictionary type to maintain the count.

**Books/ Journals/ Websites referred:**

1. Reema Thareja, *Python Programming: Using Problem Solving Approach*, Oxford University Press, First Edition 2017, India
2. Sheetal Taneja and Naveen Kumar, *Python Programming: A modular Approach*, Pearson India, Second Edition 2018,India

**Implementation details:**

**Question 2 code:**

**![](data:image/png;base64,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)**

**Question 3 code:**
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**Output(s):**

**Question 2 output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOkAAAAoCAYAAAAbg93yAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAARSSURBVHhe7ZvdUetADIVvK/RBEVACFdAADVAATdAEr/RADzzymjsfgxjdZX88a4msb843s0PixMdaSWftOOTPSQixNF2TPj4+nq6urj7H/f396ePj4+sVIYT3B4+zGJr0+fn569lP3t7eTtfX1+EBvr6+fk8efY4ThU8sg2NFkaltWM4jF03T9LFH19TnJkKbuZMDHzMjql/KWtqo1RSPROfLM21StpOkh4eH0ADf398/dfkLHOf29vb7eSQU8+bmJnQRMDK0rTHJd7RJqWPGlZKPORsMdI5eWdKkBPr09PT5mPdkBthLzl4o5t3d3WG0bWF8eXk5jEkxzm8YFFr9GkHPiEua1MN7MgPMNCkNFNnsnmhtn4cM7SyT0hss6JzhepeMe2EOLIoZZ9HRgnvRJqVpaMZIfdPMaJhMbV+LDJP6z6RRl4yWD69H7NH3GWBLr84yMuFFmxTdyGYssSbKKG6kdmnKaJOWEHOEUS0HfrGqbdsLhs/8SEQuevFerEnRjFrRe2QmOEobDTvLlSOy2Q2aPerSkdh9D2WYlGNk1nC0IGb2EKSalO0zjcR+I4POantaq2SmNs/RbuVsC2jUGidC20xUasxqs5+vZfkc7HJ7ZIYao7PoHu1WDUuWNKkFT9H8aBV2ZHSPJTVD2xrQ69YKkKltuZtpGgPd2v6z2szTx92r+UzcXh8NtDyWu9prPWy/nkFmtQHdLfNlfr0Y9rL7TNrDDFdr1r0cVXtLY81yVG1Ad4shZsjUhkOa1ArKyhnd6EfVBjujZBT0qNrkGe0ME2Vqe85uUib5GxMV4mh4f5zNpEKI8yOTCrE4MqkQiyOTCrE4unEkzop9/2p9lnFX/egMTdr7Csa+T4y+s2W3zhnoc5wo/MKT1RSWl8iFzb4GyYzd5yaipsydHPiYGbWa2ntl0p9Mm5TtJFU/+v4XazZywt9Ik7ZqsRcfczaYsPdfRzLpT6ZMSlPrR991bPGK/mF2pkkxxm8YFFo9JZO22XW5C0c2KQ0RaSQfa7R2pkmp37l/mC2TtlnapFa4SH3TzGhGn68Mk1rMjKicWD78JSixR98LAJ+fEpm0zdImRTey0UusMUZz3EJpymiTeizuiLybljdHbdte/FVGjYxj/i8sa1I0s24YeZhfRPxo+DOdHxmNFxU3oOPrnGEYjtGLVyZtk2pSts80KfuNDDqr7UGf45QaEdrsS9PRfB62o93K2RY4G3E5WsY3q81+5eVumf89cY/OoiCTtpkyqTU3RfOjLKAVdmR0jzVghrY1gtetNcWMdgkaNZNa7mqvtSjjbn1enNE2mKvplwaFWW2LfWRue1+tHpfO7jNpj9aKH8FRtbc27QxH1QaZtE2KSS3hrMrRST+qNtjZKqPRj6ptyKRthialOAwSSCKFiKT86CST/qRrUiHE+ZFJhVgcmVSIxZFJhVgcmVSIxZFJhVgcmVSIxZFJhVgcmVSIpTmd/gLmMqUCggCeqQAAAABJRU5ErkJggg==)

Question 3 output:

![](data:image/png;base64,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)

**Conclusion:**

**In question 2 we used the list methods to remove the duplicate elements from the given input list and returned a list without any duplicates**

**In question 3 we used dictionary to store value of frequency of the elements in the string**

**Post Lab Descriptive Questions**

1. List out Mutable and Immutable Data Types in Python.

Ans:Mutable data types are: List , Dictionary , Set

Immutable data type is - Tuple

1. What do you mean by indexed and ordered data type in python?

Indexed data type can be accessed through index

ordered data type has a fixed order
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